**PG-DAC AUGUST 24 BATCH**

1)Write a Java program that takes a list of integers as input and returns a list of duplicate integers.

Program code:

package org.collection.question1;

import java.util.ArrayList;

import java.util.HashSet;

import java.util.List;

import java.util.Scanner;

import java.util.Set;

public class DublicateIntegers {

public static List<Integer>findDublictes(List<Integer> numbers){

Set<Integer> S = new HashSet<>();

List<Integer> dublicates = new ArrayList<>();

for(Integer num : numbers) {

if(!S.add(num)) {

dublicates.add(num);

}

}

return dublicates;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Enter Integers:");

String[] input = sc.nextLine().split(" ");

List<Integer> numbers = new ArrayList<>();

for(String s : input) {

numbers.add(Integer.parseInt(s));

}

List<Integer>dublicates = findDublictes(numbers);

System.out.println("Dublicates: " + dublicates);

sc.close();

}

}

Output:
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2)Create a Person class with attributes name and age. Write a Java program that sorts a list of Person objects first by age and then by name if the ages are equal.

Program code:

package org.collection.question2;

import java.util.ArrayList;

import java.util.Collections;

import java.util.Comparator;

import java.util.List;

public class Person {

private String name;

private int age;

public Person(String name, int age) {

this.name = name;

this.age = age;

}

public String getName() {

return name;

}

public int getAge() {

return age;

}

@Override

public String toString() {

return name + " " + age ;

}

static class AgeComparator implements Comparator<Person> {

public int compare(Person p1, Person p2) {

int ageComparison = p1.getAge() - p2.getAge();

if (ageComparison == 0) {

return p1.getName().compareTo(p2.getName());

}

return ageComparison;

}

}

public static void main(String[] args) {

List<Person> per = new ArrayList<>();

per.add(new Person("Rahul", 24));

per.add(new Person("Siddh", 20));

per.add(new Person("Rohit", 24));

per.add(new Person("Balu", 22));

Collections.sort(per, new AgeComparator());

System.out.println("Sorted list by age, then name: ");

for (Person person : per) {

System.out.println(person.getName() + " " + person.getAge());

}

}

}

Output:

![](data:image/png;base64,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)

3)Write a Java program to find the first non-repeated character in a string using a HashMap.

String input = "aabbccddeffg";

Expected output = 'e';

Program code:

**package** org.collection.question3;

**import** java.util.HashMap;

**public** **class** FirstNonRepeatedCharacter {

**public** **static** **char** findFirstNonRepeatedChar(String input) {

HashMap<Character, Integer> charCount = **new** HashMap<>();

**for** (**char** ch : input.toCharArray()) {

charCount.put(ch, charCount.getOrDefault(ch, 0) + 1);

}

**for** (**char** ch : input.toCharArray()) {

**if** (charCount.get(ch) == 1) {

**return** ch;

}

}

**return** '0';

}

**public** **static** **void** main(String[] args) {

String input = "aabbccddeffg";

**char** result = *findFirstNonRepeatedChar*(input);

**if** (result != '0') {

System.***out***.println("First non-repeated character: " + result);

} **else** {

System.***out***.println("No non-repeated character found.");

}

}

}

Output:

![](data:image/png;base64,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)

4) Write a Java program that merges two sorted lists of integers into a single sorted list.

Program code:

**package** org.collection.Question4;

**import** java.util.ArrayList;

**import** java.util.Collections;

**import** java.util.List;

**public** **class** MergeSortedList {

**public** **static** List<Integer> mergeSortedList(List<Integer> list1, List<Integer>list2){

List<Integer> mergedlist = **new** ArrayList<>(list1);

mergedlist.addAll(list2);

Collections.*sort*(mergedlist);

**return** mergedlist;

}

**public** **static** **void** main(String[] args) {

List<Integer> list1 = **new** ArrayList<>();

list1.add(10);

list1.add(30);

list1.add(50);

list1.add(70);

List<Integer> list2 = **new** ArrayList<>();

list2.add(20);

list2.add(40);

list2.add(60);

list2.add(80);

List<Integer> mergedList = *mergeSortedList*(list1, list2);

System.***out***.println("Merged Sorted List: " + mergedList);

}

}

Output:

![](data:image/png;base64,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)s